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Abstract

The chaotic map based pseudo-random number generators with good statistical properties have been widely used in modern cryptography algorithms. This paper proposes a Tinkerbell map as a novel pseudo-random number generator. We evaluated the proposed approach with various statistical packages: NIST, DIEHARD and ENT. The results of the analysis demonstrate that the new derivative bit stream scheme is very suitable for embedding in critical cryptographic applications.
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1 Introduction

In the last two decades there has been a fast-growing interest in chaotic maps as a pseudo-random number generators in communications and information
sciences. Cryptographic protocols for key exchange, identification, symmetric encryption or authentication have embedded pseudo-random number generators.

In [15], a pseudo-random algorithm based on a second-order chaotic digital filter is proposed. A logistic map as a pseudo-random number scheme is described in [4]. In [17], a cross-coupled tent map based bit generator is developed. A pseudo-random bit generator based on the combination of the logistic map and middle square method is presented in [19]. In [10], a pseudo-random generator based on the exact solution to the logistic map is proposed. A new technique for generating random-looking binary digits based on logistic map is presented in [13].

Reference [11] proposed a one-dimensional iterative chaotic map with infinite collapses within symmetrical region $[-1,0) \cup (0,1]$. In [6], a novel chaotic system, built on trigonometric functions, is proposed. The new chaotic system is used, in conjunction with a binary operation, in the designing of a new pseudo-random bit generator algorithm.

A method for chaos based encryption of data items by an arithmetic operation with example is provided in [14]. The examples of chaos equations include: Lorenz attractor, Tinkerbell map, Gumowski/Mira map, etc.

Inspired from [7] and [8] and with respect of [14] and [9], the aim of the paper is to propose a new chaos-based pseudo-random bit generator based only of two Tinkerbell maps, which has suitable features for embedding in various cryptographic applications.

## 2 Tinkerbell Map as a Pseudo-Random Number Generator

The Tinkerbell map [2] is a two-dimensional discrete-time dynamical system given by:

$$
\begin{align*}
    x_{n+1} &= x_n^2 - y_n^2 + ax_n + by_n \\
    y_{n+1} &= 2x_ny_n + cx_n + dy_n ,
\end{align*}
$$

where $a = 0.9$, $b = -0.6013$, $c = 2.0$ and $d = 0.50$. The Tinkerbell map is illustrated in Figure 1.

We construct a new pseudo-random number algorithm which modifies the solutions of two Tinkerbell maps. The proposed pseudo-random bit generator is based on the following equations:

$$
\begin{align*}
    x_{1,n+1} &= x_{1,n}^2 - y_{1,n}^2 + ax_{1,n} + by_{1,n} \\
    y_{1,n+1} &= 2x_{1,n}y_{1,n} + cx_{1,n} + dy_{1,n} \\
    x_{2,m+1} &= x_{2,m}^2 - y_{2,m}^2 + ax_{2,m} + by_{2,m} \\
    y_{2,m+1} &= 2x_{2,m}y_{2,m} + cx_{2,m} + dy_{2,m} ,
\end{align*}
$$

(2)
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Figure 1: Tinkerbell map

where initial values $x_{1,0}, y_{1,0}, x_{2,0}$ and $y_{2,0}$ are used as a key.

**Step 1:** The initial values $x_{1,0}, y_{1,0}, x_{2,0}$ and $y_{2,0}$ of the two Tinkerbell maps from Eqs. (2) are determined.

**Step 2:** The first and the second Tinkerbell maps from Eqs. (2) are iterated for $M$ and $N$ times, respectively, to avoid the harmful effects of transitional procedures, where $M$ and $N$ are different constants.

**Step 3:** The iteration of the Eqs. (2) continues, and as a result, two real fractions $y_{1,n}$ and $y_{2,m}$ are generated and preprocessed as follows:

$$
y_{1,n} = \text{abs}(\text{mod}(\text{integer}(y_{1,n} \times 10^9), 2))$$

$$
y_{2,m} = \text{abs}(\text{mod}(\text{integer}(y_{2,m} \times 10^9), 2)),$$

(3)

where $\text{abs}(x)$ returns the absolute value of $x$, $\text{integer}(x)$ returns the the integer part of $x$, truncating the value at the decimal point, $\text{mod}(x, y)$ returns the reminder after division.

Two output bits are obtained.

**Step 4:** Return to Step 3 until the bit stream limit is reached.
The proposed generator is implemented by software simulation in C++ language, using the following initial seed: \( x_{1,0} = -0.145622309652631 \), \( y_{1,0} = -0.742799703451115 \), \( M = 730 \), \( x_{2,0} = -0.634155080322761 \), \( N = 830 \), and \( y_{2,0} = -0.332344590085382 \), stated as a key K1.

3 Analysis of the Tinkerbell Map based Pseudo-Random Number Generator

3.1 Key Space

The key space is a set of all possible keys that can be used in the initial seed of the pseudo-random scheme. The novel algorithm has six secret keys \( x_{1,0}, y_{1,0}, M, x_{2,0}, y_{2,0}, \) and \( N \). According to the IEEE floating-point standard [12], the computational precision of the 64-bit double-precision number is about \( 10^{-15} \). If we assume the precision of \( 10^{-9} \), the secret key’s space is more than \( 2^{183} \).

In Table 1, we have compared the key space of our method with references [7], [14], and [17]. The key size of \( 2^{183} \) is larger than the other pointed pseudo-random schemes and sufficient enough to defeat brute-force attacks [3].

<table>
<thead>
<tr>
<th>Generator</th>
<th>Key Space (Bin.)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proposed</td>
<td>( 2^{183} )</td>
</tr>
<tr>
<td>Reference [7]</td>
<td>( 2^{173} )</td>
</tr>
<tr>
<td>Reference [17]</td>
<td>( 2^{64} )</td>
</tr>
<tr>
<td>Reference [14]</td>
<td>( 2^{56} )</td>
</tr>
</tbody>
</table>

Table 1: Key spaces of the proposed algorithm and some other algorithms.

3.2 Key Sensitivity Test

A typical property of the chaotic maps and pseudo-random number generators is to be sensitive to small changes in the initial conditions. We have performed the correlation coefficients test [1], [5], before and after slight modification of the key space of the novel Tinkerbell map based pseudo-random number generator, as follows:

1. \( x_{1,0} = -0.145622309652631 \); a sequence with 1,000,000 bytes is generated, then a new sequence by slight modification of the initial condition \( x_{1,0}' = -0.145622309652632 \) is generated.

2. \( y_{1,0} = -0.742799703451115 \); a sequence with 1,000,000 bytes is generated, then a new sequence by slight modification of the initial condition \( y_{1,0}' = -0.742799703451116 \) is generated.
(3) $x_{2,0} = -0.634155080322761$; a sequence with 1,000,000 bytes is generated, then a new sequence by slight modification of the initial condition $x'_{2,0} = -0.634155080322762$ is generated.

(4) $y_{2,0} = -0.332344590085382$; a sequence with 1,000,000 bytes is generated, then a new sequence by slight modification of the initial condition $y'_{2,0} = -0.332344590085383$ is generated.

The correlation coefficient $r$ between two adjacent bytes $(a_i, b_i)$ is computed in accordance with the way described in [5].

$$r = \frac{cov(a, b)}{\sqrt{D(a)\sqrt{D(b)}}}, \quad (4)$$

where

$$D(a) = \frac{1}{M} \sum_{i=1}^{M} (a_i - \bar{a})^2, \quad (5)$$

$$D(b) = \frac{1}{M} \sum_{i=1}^{M} (b_i - \bar{b})^2, \quad (6)$$

$$cov(a, b) = \sum_{i=1}^{M} (a_i - \bar{a})(b_i - \bar{b}), \quad (7)$$

$M$ is the total number of couples $(a_i, b_i)$, obtained from the byte sequences, and $\bar{a}$, $\bar{b}$ are the mean values of $a_i$ and $b_i$, respectively. The correlation coefficient can range in the interval $[-1.00; +1.00]$.

Table 2 shows the results of adjacent bytes correlation coefficients calculations of the first and the second generated sequences.

<table>
<thead>
<tr>
<th>Key Part 1</th>
<th>Key Part 2</th>
<th>Corr. Coeff. $r$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$x_{1,0} = -0.145622309652631$</td>
<td>$x_{1,0} = -0.145622309652632$</td>
<td>-0.0014</td>
</tr>
<tr>
<td>$y_{1,0} = -0.742799703451115$</td>
<td>$y_{1,0} = -0.742799703451116$</td>
<td>0.00043</td>
</tr>
<tr>
<td>$x_{2,0} = -0.634155080322761$</td>
<td>$x'_{2,0} = -0.634155080322762$</td>
<td>-0.000031</td>
</tr>
<tr>
<td>$y_{2,0} = -0.332344590085382$</td>
<td>$y'_{2,0} = -0.332344590085383$</td>
<td>-0.0002</td>
</tr>
</tbody>
</table>

Table 2: Correlation coefficients of four pairs of pseudo-random sequences.

It is clear that the proposed pseudo-random number generator not retain any linear dependencies between observed bytes. The inspected correlation coefficients are very close to zero. Overall, the correlation coefficients of the novel scheme are similar with results of three other pseudo-random number schemes [1], [8] and [24].
3.3 Speed Test

The novel pseudo-random number generator is measured on 2.8 GHz Pentium IV personal computer. In Table 3, we have compared the speed of our method with references [22], [25], and [26]. The data show that the novel pseudo-random number scheme has a satisfactory speed.

<table>
<thead>
<tr>
<th>Generator</th>
<th>Speed (Mbit/s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proposed</td>
<td>0.4901</td>
</tr>
<tr>
<td>Reference [26]</td>
<td>0.4844</td>
</tr>
<tr>
<td>Reference [25]</td>
<td>0.3798</td>
</tr>
<tr>
<td>Reference [22]</td>
<td>0.2375</td>
</tr>
</tbody>
</table>

Table 3: Speeds of the proposed algorithm and some other algorithms.

3.4 Period and Linear Complexity

The period length and linear complexity of one hundred sequences of length $L=100,000$ of the novel scheme were computed using SAGE [21]. Our results are analogous to those reported by Kanso and Smoui [13]. Each tested binary sequence had large period length of $L$ and linear complexity value of $(L/2) \pm 1$.

3.5 Experimental Statistical Tests

In order to measure randomness of the bits sequences generated by the new pseudo-random number scheme, we used NIST [20], DIEHARD [16] and ENT [23] statistical packages.

The NIST statistical test suite (version 2.1.1) includes 15 tests, which focus on the randomness of binary sequences produced by either hardware or software based number generators. These tests are: frequency (monobit), block-frequency, cumulative sums, runs, longest run of ones, rank, Fast Fourier Transform (spectral), non-overlapping templates, overlapping templates, Maurer’s ”Universal Statistical”, approximate entropy, random excursions, random-excursion variant, serial, and linear complexity.

1000 sequences of 1000000 bits were produced using the new scheme. The results from all statistical tests are given in Table 4.
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<table>
<thead>
<tr>
<th>NIST statistical test</th>
<th>Proposed Generator</th>
<th>P-value</th>
<th>Pass rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frequency (monobit)</td>
<td>0.500279</td>
<td>994/1000</td>
<td></td>
</tr>
<tr>
<td>Block-frequency</td>
<td>0.576961</td>
<td>990/1000</td>
<td></td>
</tr>
<tr>
<td>Cumulative sums (Forward)</td>
<td>0.668321</td>
<td>993/1000</td>
<td></td>
</tr>
<tr>
<td>Cumulative sums (Reverse)</td>
<td>0.624627</td>
<td>991/1000</td>
<td></td>
</tr>
<tr>
<td>Runs</td>
<td>0.029205</td>
<td>990/1000</td>
<td></td>
</tr>
<tr>
<td>Longest run of Ones</td>
<td>0.686955</td>
<td>990/1000</td>
<td></td>
</tr>
<tr>
<td>Rank</td>
<td>0.587274</td>
<td>987/1000</td>
<td></td>
</tr>
<tr>
<td>FFT</td>
<td>0.896345</td>
<td>989/1000</td>
<td></td>
</tr>
<tr>
<td>Non-overlapping templates</td>
<td>0.528107</td>
<td>990/1000</td>
<td></td>
</tr>
<tr>
<td>Overlapping templates</td>
<td>0.883171</td>
<td>989/1000</td>
<td></td>
</tr>
<tr>
<td>Universal</td>
<td>0.538182</td>
<td>989/1000</td>
<td></td>
</tr>
<tr>
<td>Approximate entropy</td>
<td>0.751866</td>
<td>992/1000</td>
<td></td>
</tr>
<tr>
<td>Random-excursions</td>
<td>0.548333</td>
<td>643/649</td>
<td></td>
</tr>
<tr>
<td>Random-excursions Variant</td>
<td>0.527817</td>
<td>642/649</td>
<td></td>
</tr>
<tr>
<td>Serial 1</td>
<td>0.922855</td>
<td>988/1000</td>
<td></td>
</tr>
<tr>
<td>Serial 2</td>
<td>0.607993</td>
<td>984/1000</td>
<td></td>
</tr>
<tr>
<td>Linear complexity</td>
<td>0.841226</td>
<td>993/1000</td>
<td></td>
</tr>
</tbody>
</table>

Table 4: NIST Statistical test suite results for 1000 sequences of size $10^6$-bit each generated by the proposed generator

The entire NIST test is passed successfully: all the $P-values$ from all 1000 sequences are distributed uniformly in the 10 subintervals and the pass rate is also in acceptable range. The minimum pass rate for each statistical test with the exception of the random-exursion (variant) test is approximately 980 for a sample size of 1000 binary sequences for both pseudo-random generators. The minimum pass rate for the random excursion (variant) test is approximately 634 for a sample size of 649 binary sequences for the proposed random algorithm.

Based on the results from the NIST tests the Tinkerbell map based random generator is suitable for cryptographic applications.

The DIEHARD suite consists of a number of different statistical tests: birthday spacings, overlapping 5-permutations, binary rank ($31 \times 31$), binary rank ($32 \times 32$), binary rank ($6 \times 8$), bitstream, Overlapping-Pairs-Sparse-Occupancy, Overlapping-Quadruples-Sparse-Occupancy, DNA, stream count-the-ones, byte-count-the-ones, 3D spheres, squeeze, overlapping sums, runs up, runs down, craps. For the DIEHARD tests, we generated two files with 80 million bits each, from the proposed chaotic pseudo-random bit generators. The results are given in Table 5.

All of the DIEHARD $P-values$ are in acceptable range of $[0, 1]$, hence the Tinkerbell map based streams are with highly unpredictable zeros and ones.

The ENT package performs 6 tests (Entropy, Optimum compression, $\chi^2$ distribution, Arithmetic mean value, Monte Carlo $\pi$ estimation, and Serial correlation coefficient) to sequences of bytes stored in files and outputs the
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Table 5: DIEHARD statistical test results for two 80 million bits sequences generated by the proposed generator.

<table>
<thead>
<tr>
<th>DIEHARD statistical test</th>
<th>Proposed Generator P-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Birthday spacings</td>
<td>0.444124</td>
</tr>
<tr>
<td>Overlapping 5-permutation</td>
<td>0.455073</td>
</tr>
<tr>
<td>Binary rank (31 x 31)</td>
<td>0.679847</td>
</tr>
<tr>
<td>Binary rank (32 x 32)</td>
<td>0.383671</td>
</tr>
<tr>
<td>Binary rank (6 x 8)</td>
<td>0.510800</td>
</tr>
<tr>
<td>Bitstream</td>
<td>0.412834</td>
</tr>
<tr>
<td>OPSO</td>
<td>0.432322</td>
</tr>
<tr>
<td>OQSO</td>
<td>0.401211</td>
</tr>
<tr>
<td>DNA</td>
<td>0.495023</td>
</tr>
<tr>
<td>Stream count-the-ones</td>
<td>0.648846</td>
</tr>
<tr>
<td>Byte count-the-ones</td>
<td>0.492608</td>
</tr>
<tr>
<td>Parking lot</td>
<td>0.501457</td>
</tr>
<tr>
<td>Minimum distance</td>
<td>0.505244</td>
</tr>
<tr>
<td>3D spheres</td>
<td>0.536202</td>
</tr>
<tr>
<td>Squeeze</td>
<td>0.945790</td>
</tr>
<tr>
<td>Overlapping sums</td>
<td>0.362025</td>
</tr>
<tr>
<td>Runs up</td>
<td>0.303442</td>
</tr>
<tr>
<td>Runs down</td>
<td>0.543410</td>
</tr>
<tr>
<td>Craps</td>
<td>0.925022</td>
</tr>
</tbody>
</table>

Table 6: ENT statistical test results for two 80 million bits sequences generated by the proposed generator.

<table>
<thead>
<tr>
<th>ENT statistical test</th>
<th>Proposed Generator results</th>
</tr>
</thead>
<tbody>
<tr>
<td>Entropy</td>
<td>7.9999999 bits per byte</td>
</tr>
</tbody>
</table>
| Optimum compression  | OC would reduce the size of this 125000000 byte file by 0%.
| \(\chi^2\) distribution | For 125000000 samples is 240.50, and randomly would exceed this value 73.40% of the time. |
| Arithmetic mean value | 127.5140 (127.5 = random) |
| Monte Carlo \(\pi\) estim. | 3.141558194 (error 0.00%) |
| Serial correl. coeff. | -0.000077 (totally uncorrelated = 0.0) |

The proposed number generator passed all the tests of ENT. This demonstrate that the novel scheme is suitable for encryption/decryption and statis-
Conclusions

We have presented a strongly pseudo-random number derivative scheme constructed by the solutions of only two Tinkerbell maps. The key space, key sensitivity, speed, period, linear complexity and package statistical tests analysis results demonstrate that the new algorithm can assure high level of pseudo-randomness in critical cryptographic applications.
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